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# RESOLUÇÃO DOS PROBLEMAS

**Link dos códigos:**

<https://github.com/Pablonilo429/Exercicios-LP3-SI-UFRRJ/tree/main/PrimeiroTrabalhoLP3/src>

**PROBLEMA 1**

**CLASSE NAVIO:**

**package** Exercicio1;

**public** **class** Navio {

**public** String nome; //Atributo relacionado ao nome do navio

**private** String ano; //Atributo relacionado ao ano de fabricacao do navio

**public** Navio(String nome, String ano) {

**this**.nome = nome;

**this**.ano = ano;

}

**public** String getNome() {

**return** nome;

}

**public** **void** setNome(String nome) {

**this**.nome = nome;

}

**public** String getAno() {

**return** ano;

}

**public** **void** setAno(String ano) {

**this**.ano = ano;

}

**public** String toString() {

**return** "Nome do navio:"+ getNome()+"\n"+"Ano de fabricacao:"+getAno();

}

}

**CLASSE CRUZEIRO:**

**package** Exercicio1;

**public** **class** Cruzeiro **extends** Navio {

**private** **int** maxpassageiros; //Atributo referente ao numero maximo de passageiros

**public** Cruzeiro(String nome, String ano, **int** maxpassageiros) {

**super**(nome, ano);

**this**.maxpassageiros = maxpassageiros;

}

**public** **int** getMaxpassageiros() {

**return** maxpassageiros;

}

**public** **void** setMaxpassageiros(**int** maxpassageiros) {

**this**.maxpassageiros = maxpassageiros;

}

**public** String toString() {

**return** "Nome do cruzeiro: "+ getNome()+"\n"+"Maximo de passageiros: " + getMaxpassageiros();

}

}

**CLASSE CARGUEIRO:**

**package** Exercicio1;

**public** **class** Cargueiro **extends** Navio {

**int** capacidade; //Capacidade em toneladas

**public** Cargueiro(String nome, String ano, **int** capacidade) {

**super**(nome, ano);

**this**.capacidade = capacidade;

}

**public** **int** getCapacidade() {

**return** capacidade;

}

**public** **void** setCapacidade(**int** capacidade) {

**this**.capacidade = capacidade;

}

**public** String toString(){

**return** "Nome do cargueiro: "+getNome()+"\n"+"Capaciadade do cargueiro: "+getCapacidade()+"t";

}

}

**Classe testeNavio:**

package Exercicio1;

import java.util.ArrayList;

public class TesteNavio {

   public static void main(String[] args){

       Navio[] embarcacoes = new Navio[3];

       embarcacoes[0] = new Navio("Mestre Gaivota", "2003");

       embarcacoes[1] = new Cruzeiro("MSC","2015", 400);

       embarcacoes[2] = new Cargueiro("Maersk Line", "2010", 50000);

      for(int i = 0; i < 3; i++){

          System.out.println(embarcacoes[i]); //Percorre o vetor e printa os determinados atributos

      }

      //Duas formas para o mesmo problema

      ArrayList<Navio> lista = new ArrayList<>();

     //NAVIO

     Navio n1 = new Navio("Mestre Gaivota", "2003");

     lista.add(n1);

     //CRUZEIRO

     Cruzeiro c1 = new Cruzeiro("MSC","2015", 400);

     lista.add(c1);

     //CARGUEIRO

     Cargueiro CA1 = new Cargueiro("Maersk Line", "2010", 50000);

     lista.add(CA1);

     //IMPRIMINDO NA TELA...

     System.out.print("\n" + lista.toString()); //Sairá no formato de lista

   }

}

**PROBLEMA 2**

1. **Analise e estude todos os detalhes das seguintes classes**

* A classe “Candidato” define as variáveis de instância para o nome do candidato, a quantidade de votos do candidato e define um construtor para a classe.

* A classe “ContagemVotos” define as variáveis de instância para armazenar votos válidos e inválidos e define um construtor para a classe.

* A classe VotacaoTeste é a classe testadora de candidato e contagemVotos. Nessa classe, foram atribuídos objetos para essas classes.

* O método processarVotos faz parte da classe main. Esse método armazena os atributos da classe ContagemVotos. Assim, irá armazenar a quantidade de candidatos válidos e inválidos.

* O método imprimirResultados também faz parte da classe main. Esse método mostra as informações relativas aos números de votantes, número de votos válidos, inválidos e número total de votos. Também exibe o candidato mais votado, uma lista com todos os candidatos e o número de votos de cada um.

* O método encontrarMaisVotado verifica qual foi o candidato mais votado ou possível empate.

1. **Faça a representação das classes usando diagramas UML.**

![Diagrama

Descrição gerada automaticamente com confiança baixa](data:image/png;base64,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)

1. **Descreva com detalhes tudo o que consiga em relação aos objetos de tipo Candidato. Como são criados? como são organizados/estocados?**

Basicamente, os objetos do tipo **Candidato** são definidos através de um vetor de tamanho (7+1), onde o atributo **nome** é definido através de um arquivo “votos.txt”, no qual estão presentes os nomes dos respectivos candidatos. E no método ***processarvotos***, o arquivo é acessado novamente, definindo o atributo **numVotos.**

1. **Selecione o segmento de código onde é reconhecido o possível empate dos candidatos mais votados. Explique com detalhes**

**public** **static** **int** encontrarMaisVotado(Candidato[] lista, **int** pri, **int** ult) {

**int** maisVotado = pri;

**for** (**int** candidato = pri + 1; candidato <= ult; candidato++) {

**if** (lista[candidato].numVotos > lista[maisVotado].numVotos) {

maisVotado = candidato;

}

}

**return** maisVotado;

}

Se analisarmos o código, veremos que esse método vai encontrar os candidatos mais votados. No método, é passado como parâmetro a lista.txt , onde temos os votos de cada pessoa. Também é passado dois valores, o primeiro e último, que recebe o valor um como maior. Depois, é criada uma variável chamada maisVotado, que vai atribuir esse primeiro valor. Logo depois, é criado um laço que vai percorrer até o MaxCandidatos. Dentro do laço existe uma condição: se o número de votos do candidato for maior que o número de votos do mais votado, mais votado vai ser igual ao candidato. Assim, vai se repetir até percorrer todos os votos e retornar o mais votado.

1. **Acrescente código onde seja conveniente, para encontrar o(s) candidatos com menor número de votos.**

O código a seguir foi inserido na **public class VotacaoTeste** na Classe main.

**public** **static** **int** encontrarMenosVotado(Candidato[] lista, **int** pri, **int** ult) {

**int** menosVotado = pri;

**for** (**int** candidato = pri + 1; candidato <= ult; candidato++) {

**if** (lista[candidato].numVotos < lista[menosVotado].numVotos) {

menosVotado = candidato;

}

}

**return** menosVotado;

}

}

**PROBLEMA 3**

**CLASSE TESTE:**

**package** Exercicio3;

**public** **class** LivroTeste {

**public** **static** **void** main(String[] args) {

Livro livro1 = **new** Livro();

livro1.setTitulo("Tenda dos Milagres");

livro1.setAutor("Jorge Amado");

Livro livro2 = **new** Livro();

livro2.setTitulo("Dom Casmurro");

livro2.setAutor("Machado de Assis");

System.out.println("Titulo : " + livro1.getTitulo());

System.out.println("Autor : " + livro2.getAutor());

}

}

**PROBLEMA 4:**

* **ITEM 1:**

**package** Exercicio4;

**public** **class** Retangulo {

**private** **double** comprimento;

**private** **double** largura;

**public** **double** getComprimento() {

**return** comprimento;

}

**public** **void** setComprimento(**double** comprimento) {

**this**.comprimento = comprimento;

}

**public** **double** getLargura() {

**return** largura;

}

**public** **void** setLargura(**double** largura) {

**this**.largura = largura;

}

**public** **double** perimetro(){

**return** (this.largura+this.comprimento)\*2;

}

**public** **double** area(){

**return** (this.largura\*this.comprimento);

}

}

* **ITEM 2:**

**package** Exercicio4;

**import** java.util.Scanner;

**public** **class** TesteRetangulo {

**public** **static** **void** main(String[] args) {

Retangulo[] retangulo = **new** Retangulo[2];

Scanner input = **new** Scanner(System.in);

//Opcao com menos codigo

**for**(**int** i = 0 ; i < 2;i++){

retangulo[i] = **new** Retangulo();

System.out.printf("Entre com o comprimento do retangulo %d \n",i+1);

retangulo[i].setComprimento(Double.parseDouble(input.nextLine()));

System.out.printf("Entre com a largura do retangulo %d \n",i+1);

retangulo[i].setLargura(Double.parseDouble(input.nextLine()));

System.out.printf("O perimetro do retangulo %d: %.1f\n",(i+1),retangulo[i].perimetro());

System.out.printf("A area do retangulo %d: %.1f\n",(i+1),retangulo[i].area());

}

/\*Opcao com mais linhas de código

Retangulo retangulo1 = new Retangulo;

Retangulo retangulo2 = new Retangulo;

System.out.printf("Entre com o comprimento do retangulo 1\n");

retangulo1.setComprimento(Double.parseDouble(input.nextLine()));

System.out.printf("Entre com a largura do retangulo 1\n");

retangulo1.setLargura(Double.parseDouble(input.nextLine()));

System.out.printf("O perimetro do retangulo1: %.1f\n",retangulo1.perimetro());

System.out.printf("A area do retangulo1: %.1f\n",retangulo1.area());

System.out.printf("Entre com o comprimento do retangulo 2\n");

retangulo2.setComprimento(Double.parseDouble(input.nextLine()));

System.out.printf("Entre com a largura do retangulo 2\n");

retangulo2.setLargura(Double.parseDouble(input.nextLine()));

System.out.printf("O perimetro do retangulo1: %.1f\n",retangulo2.perimetro());

System.out.printf("A area do retangulo1: %.1f\n",retangulo2.area());

\*/

/\*Outra opção setando os valores diretamente no codigo

Retangulo R1 = new Retangulo();

R1.setComprimento(5.3);

R1.setLargura(2);

Retangulo R2 = new Retangulo();

R2.setComprimento(9.5);

R2.setLargura(5.2);

System.out.println("\nPerímetro do Retangulo 1: " + R1.Perimetro() + "\nÁrea do Retangulo 1: " + R1.Area());

System.out.println("\nPerímetro do Retangulo 2: " + R2.Perimetro() + "\nÁrea do Retangulo 2: " + R2.Area());

\*/

}

}

# RELATÓRIO

**PROBLEMA 1**

Para fazer a questão 1, foi feita uma revisão sobre Herança utilizando o material fornecido pelo professor e através de pesquisa na internet. Houve dúvida sobre o uso dos getters e setters, por isso pesquisamos também na internet explicações sobre esses métodos. Desta forma, o grupo entendeu qual seria a estrutura necessária para a construção do código.

O código da classe mãe **Navio** foi feito sem dificuldades. Foram utilizados dois atributos: nome e ano do tipo String. Também foram criados os respectivos métodos getters e setters. Por último, escrevemos o método toString, que imprime o nome do Navio e ano de fabricação.

No código da classe filha **Cruzeiro**, tivemos dificuldade para entender como utilizar os atributos presentes na classe mãe. Depois de consultarmos alguns materiais para pesquisa, como o Livro e o site Stack Overflow, concluímos que era necessário usar a palavra super para chamar o construtor da classe mãe. Desta forma, fizemos os getters e setters para o atributo referente ao número máximo de passageiros. E o método toString para retornar o nome do cruzeiro e o máximo de passageiros.

O código da classe filha **Cargueiro** foi elaborado sem dificuldades, já que seguimos o mesmo raciocínio da classe Cruzeiro. Desta forma, vimos que a diferença seria apenas no atributo, que demos o nome de capacidade (inteiro). E no método toString, onde era necessário retornar o nome do cargueiro e sua capacidade.

Por último, foi criada então a classe **TesteNavio**. O grupo também não encontrou dificuldades para a criação dessa classe. Nesse código, instanciamos então os objetos das classes navio, cruzeiro e Cargueiro. Tivemos dúvida se deveríamos armazenar os objetos em um vetor ou em ArrayList. Fizemos das duas formas e percebemos que funcionaria das duas maneiras. As duas formas de implementação estão descritas no código (uma delas está na forma de comentário).

**PROBLEMA 2**

Nesse problema, tivemos algumas dificuldades ao analisarmos a classe main **VotacaoTeste**. Nas outras duas classes: **Candidato** e **ContagemVotos** tivemos maior facilidade para compreender o código, pois nessas classes foram apenas inseridos atributos e métodos simples para as classes.

Porém, quando analisarmos a **classe main de VotacaoTeste**, encontramos algumas ferramentas que ainda não tínhamos utilizados em outros códigos, como por exemplo, as bibliotecas java.io.FileReader, java.io.FileWriter e java.io.PrintWriter. Por isso, pesquisamos mais detalhes sobre o uso dessas bibliotecas para melhor compreensão. Outra dificuldade foi na forma de manipular um documento apresentada no código. Então, observamos atentamente cada linha de código para entendermos exatamente como era feita a manipulação.

         Também ficamos com algumas dúvidas sobre o diagrama UML, mas com ajuda da documentação passada pelo professor e com a análise do código, observamos que só precisaríamos criar o diagrama para as classes **candidato** e **ContagemVotos**. Sendo assim, fizemos o uso da ferramenta creately para construir o diagrama.

         No item 4, já tivemos mais facilidade para fazer a questão. Pois, já tínhamos observado bastante o código. Então, rapidamente conseguimos entender e detalhar como era reconhecido o possível empate dos candidatos mais votados.

         No item 5, também não tivemos dificuldades, pois utilizamos como base o código que era utilizado no método **encontrarMaisVotado,** que encontrava o candidato mais votado. Então, só fizemos algumas substituições para fazer o código para encontrar o candidato menos votado.

**PROBLEMA 3**

Primeiro foi necessário identificar quais seriam os atributos da classe **Livro**. O grupo concluiu que seria Titulo e Autor (Strings). Foi observado que seria necessário criar os métodos setTitulo e setAutor para possibilitar a definição ou atualização das variáveis de instância Título e Autor na classe **LivroTeste**. Depois, vimos que também era necessária a criação dos métodos getTitulo e getAutor para retornar os valores das variáveis e imprimir na tela do usuário. Dessa forma, não haveria erro nas linhas:

“ System.out.println("Titulo : " + livro1.getTitulo()); “

“System.out.println("Autor : " + livro2.getAutor());”

Após verificar essas informações fez-se então o código LivroTeste. O grupo não encontrou dificuldades nem discordâncias para fazer o código.

**PROBLEMA 4**

O grupo analisou o problema e conseguiu chegar em três tipos de soluções. Primeiramente, definimos a nossa classe **Retangulo** com duas variáveis de instância (largura e comprimento) e os seus respectivos “***gets***” e “***sets****”*. Criamos também, os métodos **perimetro** e **area**, em que aplicamos respectivamente as fórmulas para calcular o perímetro do retângulo e a área do retângulo.

Na nossa classe teste, encontramos três soluções para o mesmo problema. Na primeira solução, definimos duas variáveis (**retangulo1** e **retangulo2**) usando o tipo classe **Retangulo,** logo em seguida “***settamos***”os valores das variáveis através de um scanner, onde o usuário pode digitar os valores de largura e comprimento para realizar os cálculos definidos pelo problema. Na segunda solução, substituímos as duas variáveis por um vetor do tipo classe **Retangulo**, de tamanho dois, e usamos a mesma lógica da primeira solução. Na terceira solução, “***settamos”*** os valores diretamente no código para as variáveis **retangulo1** e **retangulo2.**

No geral, o grupo não apresentou dificuldades em solucionar o problema proposto. Porém, revisamos alguns conceitos de encapsulamento.

**CONCLUSÃO**

Em suma, tivemos maiores dificuldades em relação aos problemas 1 e 2. Foram necessárias algumas pesquisas em matérias adicionais, como sites e livros para a realização do trabalho.

Porém, o trabalho em grupo nos permitiu dividir conhecimento e auxiliar um ao outro a compreender e fazer os exercícios propostos. Ao final do trabalho, percebemos que conseguimos aumentar nossa compreensão sobre os conteúdos apresentados em sala, principalmente em relação à Herança; uso dos *getters* e *setters*; encapsulamento e *Array Lists*. Além disso, aprendermos novos métodos e recursos do Java por meio do código apresentado no problema 2. Portanto, foi possível absorver bastante em conhecimento.